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**Цель работы:** изучить функции OpenGL для построения трёхмерных объектов в среде QtCreator.

**Задания для выполнения к работе**

1. Изучить функции OpenGL для задания формата вершин, цветов, векторов нормалей; выполнения матричных преобразований.
2. Выбрать и согласовать с преподавателем предметную область для дальнейшего выполнения лабораторных работ.

**Краткое изложение теории**

В данной лабораторной работе вывод на экран объектов из .obj файла осуществляется с помошью OpenGL. OpenGL — спецификация, независимый от языка программирования, программный интерфейс для написания приложений, использующих двумерную и трёхмерную компьютерную графику.

**Источники света**

После того, как задана необходимая геометрия (нормали) необходимо разместить на сцене один или несколько источников света, настроить их свойства и включить их. В зависимости от реализации OpenGL на сцене могут присутствовать восемь и более источников света. Включить нулевой источник света можно командой glEnable(GL\_LIGHT0);

Остальные включаются аналогичным способом, где вместо GL\_LIGHT0 указывается GL\_LIGHTi. После того, как источник включен, необходимо задать его параметры. В OpenGL существует три типа источников света:

* источник направленного света: расположен в бесконечности и имеет выделенное направление освещения.
* точечный источник света: расположен в конкретной точке пространства и светит равномерно во всех направлениях. Для него можно задать эффект затухания света с расстоянием.
* прожектор: является частным случаем точечного источника, но свет от него распространяется только внутри ограничивающего конуса, а не по всем направлениям.

Для управления свойствами источника света используются команды glLight\*:

glLightf(GLenum light, GLenum pname, GLfloat param);

glLightfv(GLenum light, GLenum pname, const GLfloat \*param);

Параметр light указывает OpenGL для какого источника света задаются параметры. Команда glLightf используется для задания скалярных параметров, а glLightfv используется для задания векторных характеристик источников света.

**Практическая часть**

В качестве предметной области было взято "Чтение obj файлов". В ходе выполнения лабораторной работы было создано приложение, позволяющее открывать obj модели и наложение освещения и текстур.

**Camera.h**

#ifndef CAMERA\_H

#define CAMERA\_H

#include <QQuaternion>

#include <QMatrix4x4>

class **Camera**{

QQuaternion rotate;

QQuaternion rotate\_X;

QQuaternion rotate\_Y;

QVector3D trans;

QMatrix4x4 viewMatrix;

public:

**Camera**();

void **rotateX**(const QQuaternion& r);

void **rotateY**(const QQuaternion& r);

void **translate**(const QVector3D& vec);

void **updateViewMatrix**();

const QMatrix4x4 &**getviewMatrix**() const;

void **setDefault**();

};

#endif // CAMERA\_H

**Camera.c**

#include "camera.h"

Camera::**Camera**(){

setDefault();

}

void Camera::**rotateX**(const QQuaternion &r){

rotate\_X = r \* rotate\_X;

rotate = rotate\_Y \* rotate\_X;

updateViewMatrix();

}

void Camera::**rotateY**(const QQuaternion &r){

rotate\_Y = r \* rotate\_Y;

rotate = rotate\_X \* rotate\_Y;

updateViewMatrix();

}

void Camera::**translate**(const QVector3D &vec){

trans += vec;

updateViewMatrix();

}

void Camera::**updateViewMatrix**(){

viewMatrix.setToIdentity();

viewMatrix.translate(trans);

viewMatrix.rotate(rotate);

}

const QMatrix4x4 &Camera::**getviewMatrix**() const{

return viewMatrix;

}

void Camera::**setDefault**(){

rotate = QQuaternion::fromAxisAndAngle(QVector3D(1.0, 0.0, 0.0), -55);

rotate\_X = QQuaternion::fromAxisAndAngle(QVector3D(1.0, 0.0, 0.0), -55);

rotate\_Y = QQuaternion::fromAxisAndAngle(QVector3D(0.0, 0.0, 0.0), 0);

trans = QVector3D(0.0, 0.0, -200.0);

updateViewMatrix();

}

**import\_obj.h**

#ifndef IMPORT\_OBJ\_H

#define IMPORT\_OBJ\_H

#include <QString>

#include <QFile>

#include <QDebug>

#include <QVector3D>

#include <QVector2D>

struct **VertexData**{

**VertexData**(){}

**VertexData**(QVector3D p, QVector2D t, QVector3D n):

position(p), texCoord(t), normal(n){}

**VertexData**(QVector3D p, QVector3D n):

position(p), normal(n){}

**VertexData**(QVector3D p, QVector2D t):

position(p), texCoord(t){}

**VertexData**(QVector3D p):

position(p){}

QVector3D position;

QVector2D texCoord;

QVector3D normal;

};

void **load\_obj**(const QString &f\_name, QVector<VertexData> &v\_data, QVector<uint> &indexes);

#endif // IMPORT\_OBJ\_H

**import\_obj.c**

#include "import\_obj.h"

//загружает .obj модель файла

void **load\_obj**(const QString &f\_name, QVector<VertexData> &v\_data, QVector<uint> &indexes){

v\_data.clear();

QFile obj\_f(f\_name);

if (!obj\_f.exists()){

qDebug() << "Файл " << f\_name << " не найден!";

return;

}

obj\_f.*open*(QIODevice::ReadOnly);

QTextStream input(&obj\_f);

QString str;

QStringList list, list\_f;

QVector<QVector3D> vert;

QVector<QVector2D> tex\_coord;

QVector<QVector3D> normals;

while(!input.atEnd()){

str = input.readLine();

list = str.split(" ");

if (list[0] == "v"){

vert.append(QVector3D(list[1].toFloat(), list[2].toFloat(), list[3].toFloat()));

continue;

}

if (list[0] == "vt"){

tex\_coord.append(QVector2D(list[1].toFloat(), list[2].toFloat()));

continue;

}

if (list[0] == "vn"){

normals.append(QVector3D(list[1].toFloat(), list[2].toFloat(), list[3].toFloat()));

continue;

}

if (list[0] == "f"){

for (int i = 1; i <= 3; i++){

list\_f = list[i].split("/");

if (list\_f[1].size() == 0 && list\_f[2].size() == 0)

v\_data.append(VertexData(vert[list\_f[0].toLong()-1]));

if (list\_f[1].size() == 0 && list\_f[2].size() != 0)

v\_data.append(VertexData(vert[list\_f[0].toLong()-1], normals[list\_f[2].toLong()-1]));

if (list\_f[1].size() != 0 && list\_f[2].size() == 0)

v\_data.append(VertexData(vert[list\_f[0].toLong()-1], tex\_coord[list\_f[1].toLong()-1]));

if (list\_f[1].size() != 0 && list\_f[2].size() != 0)

v\_data.append(VertexData(vert[list\_f[0].toLong()-1], tex\_coord[list\_f[1].toLong()-1], normals[list\_f[2].toLong()-1]));

indexes.append((uint)indexes.size());

}

}

}

obj\_f.*close*();

}

**Main.c**

#include "mainwindow.h"

#include <QApplication>

int **main**(int argc, char \*argv[])

{

QApplication a(*argc*, argv);

MainWindow w;

w.showFullScreen();

return a.exec();

}

**simpleobject.h**

#ifndef MODEL3D\_H

#define MODEL3D\_H

#define TEAM\_WHITE 1

#define TEAM\_BLACK 0

#include <import\_obj.h>

#include <QMatrix4x4>

#include <QOpenGLBuffer>

#include <QOpenGLFunctions>

#include <QOpenGLShaderProgram>

#include <QOpenGLTexture>

#include <QtMath>

class **SimpleObject**{

protected:

QMatrix4x4 modelMatrix;

QOpenGLBuffer arrayBuffer;

QOpenGLBuffer indexBuffer;

QOpenGLTexture \*texture;

QVector4D color;

QVector3D min, max, center;

QVector3D trans;

float k, r\_x, r\_y, r\_z;

bool use\_texture = false;

public:

**SimpleObject**();

**SimpleObject**(const QString &name, QVector4D color = QVector4D(0.2f, 0.4f, 0.6f, 1.0f));

~**SimpleObject**();

void **init**(const QString &name, QVector4D color = QVector4D(0.2f, 0.4f, 0.6f, 1.0f));

virtual void ***drawObject***(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions);

void **scale**(float k);

void **translate**(const QVector3D &vec);

void **rotateX**(float angle);

void **rotateY**(float angle);

void **rotateZ**(float angle);

void **updateModelMatrix**();

QVector3D **getMin**(){return min;}

QVector3D **getMax**(){return max;}

QVector3D **getCenterOfMass**(){return QVector3D(modelMatrix\*center);}

QVector4D **getColor**(){return color;}

void **setTexture**(QString name);

bool **getUseTexture**(){return use\_texture;}

};

class **ChessFigure**: public SimpleObject{

int pos\_x, pos\_y;

int grid\_sz, field\_sz;

bool enable;

int team;

QVector4D enableColor, defaultColor;

public:

**ChessFigure**(const QString &name, int grid\_sz, int field\_sz, int x, int y, int team);

void **move**(int x1, int y1);

bool **onThisPos**(int x, int y);

void **select**();

void **deselect**();

int **getTeam**();

};

struct **PointLightStruct**{

QVector3D pos;

QVector4D color;

float power;

float constant;

float linear;

float quadratic;

};

class **LampObject**: public SimpleObject{

bool turn\_on;

QVector4D base\_color, light\_color;

float power;

float constant, linear, quadratic; // коэффициенты затухания

public:

**LampObject**(const QString &name, QVector4D base\_color = QVector4D(0.6f, 0.5f, 0.2f, 1.0f), QVector4D light\_color = QVector4D(1.0f, 1.0f, 1.0f, 1.0f));

void **setState**(bool state);

bool **getState**(){return turn\_on;}

void **setPower**(float power){this->power = power;}

PointLightStruct **getPointLightStruct**();

void ***drawObject***(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions);

void **drawObjAsLamp**(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions);

};

struct **SpotLightStruct**{

QVector3D pos;

QVector3D direction;

QVector4D color;

float power;

float cutOff;

};

class **Spot**{

bool turn\_on;

QVector4D light\_color;

float power;

QVector3D position, direction;

float cutOff; // cos(phi)

public:

**Spot**(QVector4D light\_color = QVector4D(1.0f, 1.0f, 1.0f, 1.0f), bool turn\_on = false):

turn\_on(turn\_on), light\_color(light\_color), power(1){}

void **setState**(bool state){turn\_on = state;}

bool **getState**(){return turn\_on;}

void **setPower**(float power){this->power = power;}

void **setAngle**(float angle){cutOff = qCos(angle\*M\_PI/180);}

SpotLightStruct **getSpotLightStruct**();

void **setPositionAndDirection**(QVector3D pos, QVector3D dir\_point);

};

#endif // MODEL3D\_H

**Simpleobject.cpp**

#include "simpleobject.h"

SimpleObject::**SimpleObject**(){

}

SimpleObject::**SimpleObject**(const QString &name, QVector4D color):

arrayBuffer(), indexBuffer(QOpenGLBuffer::IndexBuffer), texture(0)

{

init(name, color);

}

SimpleObject::~**SimpleObject**(){

if (arrayBuffer.isCreated()) arrayBuffer.destroy();

if (indexBuffer.isCreated()) indexBuffer.destroy();

}

QVector3D **findMinXY**(const QVector<VertexData> &vd){

QVector3D min = vd[0].position;

for (int i = 0; i < vd.size(); i++)

if (vd[i].position.x() <= min.x() && vd[i].position.y() <= min.y())

min = vd[i].position;

return min;

}

QVector3D **findMaxXY**(const QVector<VertexData> &vd){

QVector3D max = vd[0].position;

for (int i = 0; i < vd.size(); i++)

if (vd[i].position.x() >= max.x() && vd[i].position.y() >= max.y())

max = vd[i].position;

return max;

}

QVector3D **findCenter**(const QVector<VertexData> &vd){

float x = 0, y = 0, z = 0;

for (int i = 0; i < vd.size(); i++){

x += vd[i].position.x();

y += vd[i].position.y();

z += vd[i].position.z();

}

return QVector3D(x/vd.size(), y/vd.size(), z/vd.size());

}

void SimpleObject::**init**(const QString &name, QVector4D color){

this->color = color;

if (arrayBuffer.isCreated()) arrayBuffer.destroy();

if (indexBuffer.isCreated()) indexBuffer.destroy();

QVector<VertexData> vertData;

QVector<uint> indexes;

load\_obj(name, *vertData*, *indexes*);

min = findMinXY(vertData);

max = findMaxXY(vertData);

center = findCenter(vertData);

arrayBuffer.create();

arrayBuffer.bind();

arrayBuffer.allocate(vertData.constData(), vertData.size()\*sizeof(VertexData));

arrayBuffer.release();

indexBuffer.create();

indexBuffer.bind();

indexBuffer.allocate(indexes.constData(), indexes.size()\*sizeof(uint));

indexBuffer.release();

modelMatrix.setToIdentity();

k = 1; trans = QVector3D(0,0,0);

r\_x = r\_y = r\_z = 0;

}

void SimpleObject::***drawObject***(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions){

if (!arrayBuffer.isCreated() || !indexBuffer.isCreated()) return;

sh\_program->setUniformValue("u\_modelMatrix", modelMatrix);

sh\_program->setUniformValue("u\_objColor", color);

sh\_program->setUniformValue("u\_use\_texture", use\_texture);

int offset = 0;

arrayBuffer.bind();

int vertLoc = sh\_program->attributeLocation("a\_position");

sh\_program->enableAttributeArray(vertLoc);

sh\_program->setAttributeBuffer(vertLoc, GL\_FLOAT, offset, 3, sizeof(VertexData));

offset += sizeof(QVector3D); // смещение для текстурных координат

//текстурные координаты

if (use\_texture){

texture->bind(0);

sh\_program->setUniformValue("u\_texture", 0);

int texLoc = sh\_program->attributeLocation("a\_texCoord");

sh\_program->enableAttributeArray(texLoc);

sh\_program->setAttributeBuffer(texLoc, GL\_FLOAT, offset, 2, sizeof(VertexData));

}

offset += sizeof(QVector2D);

int normalLoc = sh\_program->attributeLocation("a\_normal");

sh\_program->enableAttributeArray(normalLoc);

sh\_program->setAttributeBuffer(normalLoc, GL\_FLOAT, offset, 3, sizeof(VertexData));

indexBuffer.bind();

functions->glDrawElements(GL\_TRIANGLES, indexBuffer.size(), GL\_UNSIGNED\_INT, 0);

arrayBuffer.release();

indexBuffer.release();

}

void SimpleObject::**scale**(float k){

if (abs(k) < 0.0001f) return;

this->k \*= k;

updateModelMatrix();

}

void SimpleObject::**translate**(const QVector3D &vec){

trans += vec;

updateModelMatrix();

}

void SimpleObject::**rotateX**(float angle){

r\_x += angle;

updateModelMatrix();

}

void SimpleObject::**rotateY**(float angle){

r\_y += angle;

updateModelMatrix();

}

void SimpleObject::**rotateZ**(float angle){

r\_z += angle;

updateModelMatrix();

}

void SimpleObject::**updateModelMatrix**(){

modelMatrix.setToIdentity();

modelMatrix.rotate(r\_x, 1, 0, 0);

modelMatrix.rotate(r\_y, 0, 1, 0);

modelMatrix.rotate(r\_z, 0, 0, 1);

modelMatrix.translate(trans);

modelMatrix.scale(k, k, k);

}

void SimpleObject::**setTexture**(QString name){

texture = new QOpenGLTexture(QImage(name)); // mirrored;

use\_texture = true;

}

//-------------------------------------------------------------------------------

ChessFigure::**ChessFigure**(const QString &name, int grid\_sz, int field\_sz, int x, int y, int team):

SimpleObject(name), grid\_sz(grid\_sz), field\_sz(field\_sz), team(team)

{

enable = false;

if (team == TEAM\_WHITE) defaultColor = QVector4D(1.0, 1.0, 1.0, 1.0);

else defaultColor = QVector4D(0.2, 0.2, 0.2, 1.0);

color = defaultColor;

enableColor = QVector4D(0.45, 0.8, 0.55, 1.0);

pos\_x = x;

pos\_y = y;

float x1 = grid\_sz\*(x-field\_sz/2) - grid\_sz/2.f;

float y1 = grid\_sz\*(y-field\_sz/2) - grid\_sz/2.f;

modelMatrix.translate(x1, y1, 0.0);

}

void ChessFigure::**move**(int x1, int y1){

float dx = (x1 - pos\_x) \* grid\_sz;

float dy = (y1 - pos\_y) \* grid\_sz;

modelMatrix.translate(dx, dy, 0.0);

pos\_x = x1;

pos\_y = y1;

}

bool ChessFigure::**onThisPos**(int x, int y){

return pos\_x == x && pos\_y == y;

}

void ChessFigure::**select**(){

enable = true;

color = enableColor;

}

void ChessFigure::**deselect**(){

enable = false;

color = defaultColor;

}

int ChessFigure::**getTeam**(){

return team;

}

//---------------------------------------------------------------------------------------

LampObject::**LampObject**(const QString &name, QVector4D base\_color, QVector4D light\_color):

SimpleObject(name, base\_color), turn\_on(false), base\_color(base\_color), light\_color(light\_color),

power(1.0f), constant(1.0f), linear(0.004f), quadratic(0.00007f){

}

void LampObject::**setState**(bool state){

turn\_on = state;

if (turn\_on)

color = light\_color;

else

color = base\_color;

}

PointLightStruct LampObject::**getPointLightStruct**(){

PointLightStruct strct;

strct.pos = getCenterOfMass();

strct.power = power;

strct.color = color;

strct.linear = linear;

strct.constant = constant;

strct.quadratic = quadratic;

return strct;

}

void LampObject::***drawObject***(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions){

if (turn\_on){

qDebug() << "Лампа включена, но вызвано отрисовывание выключеной лампы";

return;

}

SimpleObject::drawObject(sh\_program, functions);

}

void LampObject::**drawObjAsLamp**(QOpenGLShaderProgram \*sh\_program, QOpenGLFunctions \*functions){

if (!turn\_on){

qDebug() << "Лампа выключена, но вызвано отрисовывание включеной лампы";

return;

}

SimpleObject::drawObject(sh\_program, functions);

}

//-------------------------------------------------------------------------------------------

SpotLightStruct Spot::**getSpotLightStruct**(){

SpotLightStruct strct;

strct.pos = position;

strct.color = light\_color;

strct.power = power;

strct.direction = direction;

strct.cutOff = cutOff;

return strct;

}

void Spot::**setPositionAndDirection**(QVector3D pos, QVector3D dir\_point){

position = pos;

direction = QVector3D(pos - dir\_point).normalized();

}

**mainwindow.h**

#ifndef MAINWINDOW\_H

#define MAINWINDOW\_H

#include <QOpenGLWidget>

#include "import\_obj.h"

#include <QOpenGLShaderProgram>

//#include <QOpenGLTexture>

#include <QOpenGLBuffer>

#include "simpleobject.h"

#include <QMouseEvent>

#include <QOpenGLContext>

#include <QKeyEvent>

#include "camera.h"

#include <QString>

#define WHITE\_MOVE TEAM\_WHITE

#define BLACK\_MOVE TEAM\_BLACK

class **MainWindow** : public QOpenGLWidget

{

Q\_OBJECT

public:

**MainWindow**(QWidget \*parent = nullptr);

~***MainWindow***() override;

protected:

void ***initializeGL***() override;

void ***resizeGL***(int w , int h) override;

void ***paintGL***() override;

void **initShaders**();

private:

QMatrix4x4 projectionMatrix;

QVector2D mouse\_pos, click\_pos;

int field\_sz, grid\_sz;

Camera camera;

QOpenGLShaderProgram sh\_program, sh\_program\_simple;

int selected\_chess\_index;

int game\_status;

int white\_count, black\_count;

QVector<SimpleObject\*> chessBoard;

QVector<ChessFigure\*> chessFigures;

QVector<SimpleObject\*> otherObjects;

QVector<LampObject\*> lamps;

Spot\* spotLight;

void ***mousePressEvent***(QMouseEvent\* ev) override;

void ***mouseMoveEvent***(QMouseEvent\* ev) override;

void ***wheelEvent***(QWheelEvent\* wheelevent) override;

void ***keyPressEvent***(QKeyEvent \*event) override;

QVector3D **screenToWord**(const QVector2D &mosue\_pos) const;

QVector2D **wordToField**(const QVector3D& coord) const;

int **findFig**(const QVector2D &pos) const;

void **endMove**();

void **drawLines**();

};

#endif // MAINWINDOW\_H

**mainwindow.c**

#include "mainwindow.h"

#include <QDebug>

MainWindow::**MainWindow**(QWidget \*parent)

: QOpenGLWidget(parent)

{

selected\_chess\_index = -1;

grid\_sz = 6; field\_sz = 8;

white\_count = black\_count = 16;

game\_status = WHITE\_MOVE;

}

MainWindow::~***MainWindow***()

{

}

void MainWindow::***initializeGL***(){

glClearColor(0.1f, 0.1f, 0.1f, 1.0f);

//glClearColor(1.0f, 1.0f, 1.0f, 1.0f);

glCullFace(GL\_BACK);

glEnable(GL\_CULL\_FACE);

glEnable(GL\_DEPTH\_TEST);

initShaders();

chessBoard.append(new SimpleObject(":/objects/ChessboardField.obj", QVector4D(1.0, 0.5, 0.3, 1.0)));

// chessBoard.last()->setTexture(":/textures/field\_texture.jpg");

chessBoard.append(new SimpleObject(":/objects/ChessboardBase.obj", QVector4D(0.45, 0.2, 0.05, 1.0)));

// chessBoard.last()->setTexture(":/textures/redWood.jpg");

/\*

for (int j = 1; j <= 8; j++){

chessFigures.append(new ChessFigure(":/objects/ChessPawn.obj", grid\_sz, field\_sz, 2, j, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessPawn.obj", grid\_sz, field\_sz, 7, j, TEAM\_BLACK));

}

chessFigures.append(new ChessFigure(":/objects/ChessRook.obj", grid\_sz, field\_sz, 1, 1, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessRook.obj", grid\_sz, field\_sz, 1, 8, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessRook.obj", grid\_sz, field\_sz, 8, 1, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessRook.obj", grid\_sz, field\_sz, 8, 8, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessKnight.obj", grid\_sz, field\_sz, 1, 2, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessKnight.obj", grid\_sz, field\_sz, 1, 7, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessKnight\_mir.obj", grid\_sz, field\_sz, 8, 2, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessKnight\_mir.obj", grid\_sz, field\_sz, 8, 7, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessKing.obj", grid\_sz, field\_sz, 1, 5, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessKing.obj", grid\_sz, field\_sz, 8, 4, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessQeen.obj", grid\_sz, field\_sz, 1, 4, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessQeen.obj", grid\_sz, field\_sz, 8, 5, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessBishop.obj", grid\_sz, field\_sz, 1, 3, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessBishop.obj", grid\_sz, field\_sz, 1, 6, TEAM\_WHITE));

chessFigures.append(new ChessFigure(":/objects/ChessBishop\_mir.obj", grid\_sz, field\_sz, 8, 3, TEAM\_BLACK));

chessFigures.append(new ChessFigure(":/objects/ChessBishop\_mir.obj", grid\_sz, field\_sz, 8, 6, TEAM\_BLACK));

\*/

otherObjects.append(new SimpleObject(":/objects/Table.obj", QVector4D(0.3, 0.15, 0.0, 1.0)));

// otherObjects.last()->setTexture(":/textures/WoodSeemles.jpg");

// otherObjects.append(new SimpleObject(":/objects/Lamp.obj", QVector4D(0.75, 0.75, 0.75, 1.0)));

// otherObjects.last()->setTexture(":/textures/lamp\_texture.jpg");

otherObjects.append(new SimpleObject(":/objects/book.obj", QVector4D(0.6, 0.15, 0.1, 1.0)));

// otherObjects.last()->setTexture(":/textures/Book\_texture.jpg");

lamps.append(new LampObject(":/objects/Bulb.obj"));

lamps.at(0)->setPower(2);

lamps.append(new LampObject(":/objects/cube.obj"));

lamps.at(1)->translate(QVector3D(-100, -100, 100));

lamps.at(1)->setPower(3);

spotLight = new Spot();

spotLight->setAngle(2.4f);

}

void MainWindow::***resizeGL***(int w , int h){

float aspect = w/(float)h;

projectionMatrix.setToIdentity();

projectionMatrix.perspective(45, aspect, 10.0f, 1000.0f);

}

void MainWindow::***paintGL***(){

glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT);

sh\_program.bind();

sh\_program.setUniformValue("u\_projectionMatrix", projectionMatrix);

sh\_program.setUniformValue("u\_viewMatrix", camera.getviewMatrix());

QVector<PointLightStruct> strct\_vec;

int count = 0;

for (int i = 0; i < lamps.size(); i++)

if (lamps.at(i)->getState()){

strct\_vec.append(lamps.at(i)->getPointLightStruct());

count++;

}

sh\_program.setUniformValue("u\_numPointLights", count);

for (int i = 0; i < count; i++){

sh\_program.setUniformValue(QString("u\_pointLights[%1].pos").arg(i).toStdString().c\_str(), strct\_vec[i].pos);

sh\_program.setUniformValue(QString("u\_pointLights[%1].color").arg(i).toStdString().c\_str(), strct\_vec[i].color);

sh\_program.setUniformValue(QString("u\_pointLights[%1].power").arg(i).toStdString().c\_str(), strct\_vec[i].power);

sh\_program.setUniformValue(QString("u\_pointLights[%1].constant").arg(i).toStdString().c\_str(), strct\_vec[i].constant);

sh\_program.setUniformValue(QString("u\_pointLights[%1].linear").arg(i).toStdString().c\_str(), strct\_vec[i].linear);

sh\_program.setUniformValue(QString("u\_pointLights[%1].quadratic").arg(i).toStdString().c\_str(), strct\_vec[i].quadratic);

}

QVector<SpotLightStruct> strct\_vec\_sp;

QVector3D vec\_1, vec\_2;

for (int i = 0; i < chessFigures.size(); i++)

if(chessFigures[i]->getTeam() == game\_status){

//vec\_1 = chessFigures[i]->getCenterOfMass(); vec\_1.setZ(50);

vec\_1 = QVector3D(0.0, 0.0, 50.0);

vec\_2 = chessFigures[i]->getCenterOfMass(); vec\_2.setZ(0);

spotLight->setPositionAndDirection(vec\_1, vec\_2);

strct\_vec\_sp.append(spotLight->getSpotLightStruct());

}

sh\_program.setUniformValue("u\_numSpotLights", strct\_vec\_sp.size());

for (int i = 0; i < strct\_vec\_sp.size(); i++){

sh\_program.setUniformValue(QString("u\_spotLights[%1].pos").arg(i).toStdString().c\_str(), strct\_vec\_sp[i].pos);

sh\_program.setUniformValue(QString("u\_spotLights[%1].direction").arg(i).toStdString().c\_str(), strct\_vec\_sp[i].direction);

sh\_program.setUniformValue(QString("u\_spotLights[%1].color").arg(i).toStdString().c\_str(), strct\_vec\_sp[i].color);

sh\_program.setUniformValue(QString("u\_spotLights[%1].power").arg(i).toStdString().c\_str(), strct\_vec\_sp[i].power);

sh\_program.setUniformValue(QString("u\_spotLights[%1].cutOff").arg(i).toStdString().c\_str(), strct\_vec\_sp[i].cutOff);

}

for (int i = 0; i < chessBoard.size(); i++)

chessBoard[i]->*drawObject*(&sh\_program, context()->functions());

for (int i = 0; i < chessFigures.size(); i++)

chessFigures[i]->*drawObject*(&sh\_program, context()->functions());

for (int i = 0; i < otherObjects.size(); i++)

otherObjects[i]->*drawObject*(&sh\_program, context()->functions());

for (int i = 0; i < lamps.size(); i++)

if (!lamps[i]->getState())

lamps[i]->*drawObject*(&sh\_program, context()->functions());

if (count > 0){

sh\_program\_simple.bind();

sh\_program\_simple.setUniformValue("u\_projectionMatrix", projectionMatrix);

sh\_program\_simple.setUniformValue("u\_viewMatrix", camera.getviewMatrix());

for (int i = 0; i < lamps.size(); i++){

if(lamps[i]->getState())

lamps[i]->drawObjAsLamp(&sh\_program\_simple, context()->functions());

}

}

/\*QMatrix4x4 M = projectionMatrix \* camera.getviewMatrix();

glLoadMatrixf(M.data());

drawLines();\*/

}

void MainWindow::**initShaders**(){

if (!sh\_program.addShaderFromSourceFile(QOpenGLShader::Vertex, ":/shaders/vshader.vert")){

qDebug() << "ошибка добавления вершинного шейдера";

close();

}

if (!sh\_program.addShaderFromSourceFile(QOpenGLShader::Fragment, ":/shaders/fshader.frag")){

qDebug() << "ошибка добавления фрагментного шейдера";

close();

}

if (!sh\_program.*link*()){

qDebug() << "ошибка линковки шейдеров";

close();

}

if (!sh\_program\_simple.addShaderFromSourceFile(QOpenGLShader::Vertex, ":/shaders/vshader.vert")){

qDebug() << "ошибка добавления вершинного шейдера";

close();

}

if (!sh\_program\_simple.addShaderFromSourceFile(QOpenGLShader::Fragment, ":/shaders/fshader\_simple.frag")){

qDebug() << "ошибка добавления фрагментного шейдера";

close();

}

if (!sh\_program\_simple.*link*()){

qDebug() << "ошибка линковки шейдеров";

close();

}

}

//----------------------------------------------------------------------------------------------

void MainWindow::***wheelEvent***(QWheelEvent\* wheelevent){

camera.translate(QVector3D(0.0, 0.0, wheelevent->delta() / 100.f));

update();

}

void MainWindow::***keyPressEvent***(QKeyEvent \*event){

if (event->key() == Qt::Key\_Space)

camera.setDefault();

if (event->key() == Qt::Key\_Left)

lamps.at(1)->rotateZ(2);

if (event->key() == Qt::Key\_Right)

lamps.at(1)->rotateZ(-2);

if (event->key() == Qt::Key\_Up)

lamps.at(1)->translate(QVector3D(0, 0, 2));

if (event->key() == Qt::Key\_Down)

lamps.at(1)->translate(QVector3D(0, 0, -2));

if (event->key() == Qt::Key\_1)

lamps.at(0)->setState(!lamps.at(0)->getState());

if (event->key() == Qt::Key\_2)

lamps.at(1)->setState(!lamps.at(1)->getState());

if (event->key() == Qt::Key\_Escape)

showNormal();

update();

}

void MainWindow::***mouseMoveEvent***(QMouseEvent\* ev){

if (ev->buttons() != Qt::MidButton) return;

//if (ev->buttons() != Qt::LeftButton) return;

QVector2D diff = QVector2D(ev->localPos()) - mouse\_pos;

float angleX = diff.y() / 2.0f;

float angleY = diff.x() / 2.0f;

camera.rotateX(QQuaternion::fromAxisAndAngle(1.0f, 0.0f, 0.0f, angleX));

camera.rotateY(QQuaternion::fromAxisAndAngle(0.0f, 0.0f, 1.0f, angleY));

mouse\_pos = QVector2D(ev->localPos());

update();

}

void MainWindow::***mousePressEvent***(QMouseEvent\* ev){

if (ev->buttons() == Qt::MidButton)

//if (ev->buttons() == Qt::LeftButton)

mouse\_pos = QVector2D(ev->localPos());

if (ev->buttons() == Qt::LeftButton)

click\_pos = QVector2D(ev->localPos());

}

//---------------------------------------------------------------------------------------------

QVector3D MainWindow::**screenToWord**(const QVector2D &mouse\_pos) const{

QVector4D tmp(2.0f \* mouse\_pos.x() / width() - 1.0f, -2.0f \* mouse\_pos.y() / height() + 1.0f, -1.0f, 1.0f);

QVector4D iTmp((projectionMatrix.inverted() \* tmp).toVector2D(), -1.0f, 0.0f);

QVector3D direction((camera.getviewMatrix().inverted() \* iTmp).toVector3D().normalized());

QVector3D camPos((camera.getviewMatrix().inverted() \* QVector4D(0.0f, 0.0f, 0.0f, 1.0f)).toVector3D());

// Ax + By +Cz + D = 0

// Norm = (A, B, C)

// P \* N - P0 \* N = 0

// O + D\*t

// (O + D\*t)\*N - P0\*N = 0

// t = (P0\*N - O\*N)/(D\*N)

// result = O + D \* t

QVector3D N(0.0f, 0.0f, 1.0f);

float t = -QVector3D::dotProduct(camPos, N) / QVector3D::dotProduct(direction, N);

QVector3D result = camPos + direction \* t;

return result;

}

QVector2D MainWindow::**wordToField**(const QVector3D &coord) const{

int x = int(coord.x() + grid\_sz \* field\_sz/2.0)/6 + 1;

int y = int(coord.y() + grid\_sz \* field\_sz/2.0)/6 + 1;

return QVector2D(x, y);

}

int MainWindow::**findFig**(const QVector2D &pos) const{

for (int i = 0; i < chessFigures.size(); i++)

if (chessFigures[i]->onThisPos(pos.x(), pos.y()))

return i;

return -1;

}

void MainWindow::**endMove**(){

if (game\_status == WHITE\_MOVE)

game\_status = BLACK\_MOVE;

else if (game\_status == BLACK\_MOVE)

game\_status = WHITE\_MOVE;

}

void MainWindow::**drawLines**(){

QVector3D min, max;

min = chessBoard[0]->getMin();

max = chessBoard[0]->getMax();

float dl\_x = (max.x()-min.x())/8;

float dl\_y = (max.y()-min.y())/8;

glBegin(GL\_LINES);

glColor3f(0.0f, 0.0f, 0.0f);

for (int i = 1; i < 8; i++){

glVertex3f(min.x(), min.y()+i\*dl\_y, min.z()+0.1f);

glVertex3f(max.x(), min.y()+i\*dl\_y, min.z()+0.1f);

glVertex3f(min.x()+i\*dl\_x, min.y(), min.z()+0.1f);

glVertex3f(min.x()+i\*dl\_x, max.y(), min.z()+0.1f);

}

glEnd();

}
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